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Collocation, in its most basic sense, refers to a way of solving initial-value problems by ap-
proximating the state trajectory with piecewise polynomials. For each step of the integrator,
corresponding to an interval of time, we choose the coefficients of these polynomials to ensure
that the ODE becomes exactly satisfied at a given set of time points. The time points, in turn,
are chosen to get the highest possible acuracy and, possibly, to make sure that the dynamics be
satisfied at the beginning and/or end of the time interval. For a discussion on different choices of
these collocation points, cf. e.g. Nonlinear Programming by Biegler (2010). In the following,
we will choose the Legendre points of order d = 3:

7 =[0,0.112702, 0.500000, 0.887298| (1)

where we have assumed that the time interval is [0, 1].

Using these time points, we define a Lagrangian polynomial basis for our polynomials:
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Introducing a uniform time grid ¢, = kh, k = 0,..., N with the corresponding state va-

lues x), := x(tx), we can approximate the state trajectory approximation inside each interval
[z1, 21 1] as a linear combination of these basis functions:
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By differentiation, we get an approximation of the time derivative at each collocation point:
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We can also get an expression for the state at the end of the interval:
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We can also integrate our approximation over the interval, giving a formula for quadratures:
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Tasks:

8.1

8.2

8.3

8.4

Download collocation.m (MATLAB) or collocation.py (Python) from the
course website, containing an implementation of the above collocation scheme. Go through
the code and make sure you understand it well. Use the code to to reproduce the result
from the second task of Exercise 7.

Replace the RK4 integrator in the direct multiple shooting implementation from Exer-
cise 7 with the above collocation integrator. Make sure that you get the same results as
before.

Instead of letting the rootfinder solve the collocation equations, augment the NLP va-
riable and constraint vectors with additional degrees of freedom corresponding to the
state at the collocation points and let the NLP solver also solve the integration problem.
For simplicity, only consider a single collocation finite element per control interval (i.e.
M = 1). Compare the solution time and number of nonzeros in the Jacobian and Hessian
matrices with the direct multiple shooting method.

Extra: Form the Jacobian of the constraints and inspect the sparsity pattern using MAT-
LAB’s or SciPy’s spy command. The following is a hint:

1 % MATLAB
> J = jacobian (vertcat(g{:}), vertcat (w{:}));
3 spy(sparse (DM.ones (J.sparsity())));

% Python

J = Jjacobian (vertcat (g), vertcat (w))
import matplotlib.pylab as plt

plt.spy (DM.ones (J.sparsity()) .sparse())
plt.show ()
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Repeat the same for the Hessian of the Lagrangian function L(z, \) = J(z) + AT g(x).



